**Лабораторна робота № 6**

Удосконалення програм емулятора дисплейного модуля і клієнта.

Виконав студент

Групи кн21-1

Кончич Даніїл

Варіант14

**Етапи виконання лабораторної роботи:**

1. Розширити специфікацію протоколу обміну даними для підтримки просунутого набору команд :

set orientation: orientation //(0=0, 1=90, 2=180, 3=270)

get width:

get height:

2. Внести виправлення в код емулятора дисплейного модуля для підтримки нових команд (див. п1).

3. Внести виправлення в код реалізації інтерфейсу клієнта GrpahicsLib.h для підтримки нових команд (див. п1).

4. Опис попередніх команд в специфікації не міняти.

**Хід роботи**

**Лістинг програми(Client):**

unit Maim;

interface

uses

System.SysUtils, System.Types, System.UITypes, System.Classes, System.Variants,

FMX.Types, FMX.Controls, FMX.Forms, FMX.Graphics, FMX.Dialogs,

FMX.Controls.Presentation, FMX.StdCtrls, IdBaseComponent, IdComponent,

IdUDPBase, IdUDPClient, FMX.Memo.Types, FMX.ScrollBox, FMX.Memo, System.DateUtils, idGlobal,

FMX.Edit, FMX.ComboEdit, FMX.Objects, IdUDPServer, IdSocketHandle;

type TPacket = packed record

msLen:Byte;

colorarray:array [1..40,1..40] of cardinal;

w:integer;

h:integer;

msg:string[255];

end;

const commands: array [1..11] of string = (

'drawline', 'drawellipse', 'drawtext', 'clear', 'drawimage','fillroundedrectangle','drawpixel','drawsymbol','setorientation','getwidth','getheight'

);

// Перечисление для типов команд

type TCommand=(DRAW\_LINE, DRAW\_ELLIPSE, DRAW\_TEXT, CLEAR, DRAW\_IMAGE, FILL\_ROUNDED\_RECTANGLE, DRAW\_PIXEL, DRAW\_SYMBOL, SET\_ORIENTATION, GET\_WIDTH, GET\_HEIGHT);

type

TForm1 = class(TForm)

IdUDPClient1: TIdUDPClient;

Button1: TButton;

Memo1: TMemo;

ComboEdit1: TComboEdit;

Label1: TLabel;

Image1: TImage;

IdUDPServer1: TIdUDPServer;

procedure Button1Click(Sender: TObject);

procedure IdUDPServer1UDPRead(AThread: TIdUDPListenerThread;

const AData: TIdBytes; ABinding: TIdSocketHandle);

procedure FormCreate(Sender: TObject);

private

{ Private declarations }

bmp:TBitmap;

packet:TPacket;

send\_data:TIdBytes;

sendcommand:TCommand;

public

{ Public declarations }

function DrawPixelEncode(const sendcommand, px1,py1,parcolor:string):string;

function SetOrientationEncode(const sendcommand, deg:string):string;

function GetWidthEncode(const sendcommand:string):string;

function GetHeightEncode(const sendcommand:string):string;

function DrawLineEncode(const sendcommand, parx1,pary1,parx2,pary2,parcolor:string):string;

function DrawSymbolEncode(const sendcommand, symbol, x,y,parcolor:string):string;

function DrawEllipseEncode(const sendcommand, elx1,ely1,elx2,ely2,parcolor:string):string;

function DrawTextEncode(const sendcommand, tx1,ty1,tx2,ty2,text,parcolor:string):string;

function ClearEncode(const sendcommand:string; const parcolor:string):string;

function DrawImageEncode(const sendcommand:string; width,heigth:string):string;

function FillRoundedRectangleEncode(const sendcommand:string; px1,py1,px2,py2,radius,parcolor:string):string;

end;

var

Form1: TForm1;

implementation

{$R \*.fmx}

procedure TForm1.Button1Click(Sender: TObject);

var spl:TArray<string>; s:string; i:integer; iw,jw:integer; b:TBitmapData;

begin

packet.msLen:=Length(Memo1.Text);

SetLength(packet.msg,packet.msLen);

s:=Memo1.Text;

spl:=s.Split([' ']);

for i:=1 to 11 do

begin

if commands[i]=spl[0] then

begin

sendcommand:=TCommand(i-1);

case sendcommand of

TCommand.DRAW\_LINE:

packet.msg:=DrawLineEncode((i-1).ToString,spl[1],spl[2],spl[3],spl[4],spl[5]);

TCommand.DRAW\_ELLIPSE:

packet.msg:=DrawEllipseEncode((i-1).ToString,spl[1],spl[2],spl[3],spl[4],spl[5]);

TCommand.DRAW\_TEXT:

packet.msg:=DrawTextEncode((i-1).ToString,spl[1],spl[2],spl[3],spl[4],spl[5],spl[6]);

TCommand.CLEAR:

packet.msg:=ClearEncode((i-1).ToString,spl[1]);

TCommand.DRAW\_IMAGE:

begin

packet.msg:=DrawImageEncode((i-1).ToString,spl[1],spl[2]);

bmp:=TBitmap.CreateFromFile(spl[3]);

packet.w:=bmp.Width;

packet.h:=bmp.Height;

bmp.Map(TMapAccess.Read,b);

for iw:=1 to Round(bmp.Width) do

for jw:=1 to Round(bmp.Height) do

packet.colorarray[iw,jw]:=b.GetPixel(iw,jw);

bmp.Unmap(b);

Image1.Bitmap.Assign(bmp);

end;

TCommand.FILL\_ROUNDED\_RECTANGLE:

begin

packet.msg:=FillRoundedRectangleEncode((i-1).ToString,spl[1],spl[2],spl[3],spl[4],spl[5],spl[6]);

end;

TCommand.DRAW\_PIXEL:

begin

packet.msg:=DrawPixelEncode((i-1).ToString,spl[1],spl[2],spl[3]);

end;

TCommand.DRAW\_SYMBOL:

begin

packet.msg:=DrawSymbolEncode((i-1).ToString,spl[1],spl[2],spl[3],spl[4]);

end;

TCommand.SET\_ORIENTATION:

begin

packet.msg:=SetOrientationEncode((i-1).ToString,spl[1]);

end;

TCommand.GET\_WIDTH:

begin

packet.msg:=GetWidthEncode((i-1).ToString);

end;

TCommand.GET\_HEIGHT:

begin

packet.msg:=GetHeightEncode((i-1).ToString);

end;

end;

end;

end;

IdUDPClient1.Active:=true;

IdUDPClient1.Port:=5000;

IdUDPClient1.Host:=ComboEdit1.Text;

IdUDPClient1.Connect;

if IdUDPClient1.Connected then

begin

SetLength(send\_data,sizeof(packet));

Move(packet,send\_data[0],sizeof(packet));

IdUDPClient1.SendBuffer(send\_data);

end;

IdUDPClient1.Active:=false;

end;

function TForm1.ClearEncode(const sendcommand:string; const parcolor: string): string;

var command:integer;

begin

try

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Цвет неверный!!!');

Result:='3 '+'000000';

end;

end;

end;

function TForm1.DrawSymbolEncode(const sendcommand, symbol, x, y, parcolor: string): string;

var xx,yy: Double; command:integer;

begin

try

xx:=Double.Parse(x);

yy:=Double.Parse(y);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+symbol+' '+xx.ToString+' '+yy.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Координаты буквы неверны!!!');

Result:='7 0 0 0 0';

end;

end;

end;

function TForm1.DrawEllipseEncode(const sendcommand, elx1, ely1, elx2, ely2,

parcolor: string): string;

var x1,y1,x2,y2,command:integer;

begin

try

x1:=Integer.Parse(elx1);

y1:=Integer.Parse(ely1);

x2:=Integer.Parse(elx2);

y2:=Integer.Parse(ely2);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+x1.ToString+' '+y1.ToString+' '+x2.ToString+' '+y2.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Координаты эллипса неверны!!!');

Result:='1 0 0 0 0 '+parcolor;

end;

end;

end;

function TForm1.DrawImageEncode(const sendcommand: string; width,

heigth: string): string;

var w,h,command:integer;

begin

try

w:=Integer.Parse(width);

h:=Integer.Parse(heigth);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+w.ToString+' '+h.ToString;

except on EConvertError do

begin

ShowMessage('размеры неверны!!!');

Result:='4 0 0';

end;

end;

end;

function TForm1.DrawLineEncode(const sendcommand, parx1, pary1, parx2, pary2,

parcolor: string): string;

var x1,y1,x2,y2,command:integer;

begin

try

x1:=Integer.Parse(parx1);

y1:=Integer.Parse(pary1);

x2:=Integer.Parse(parx2);

y2:=Integer.Parse(pary2);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+x1.ToString+' '+y1.ToString+' '+x2.ToString+' '

+y2.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Координаты линии неверны!!!');

Result:='0 0 0 0 0 '+parcolor;

end;

end;

end;

function TForm1.DrawPixelEncode(const sendcommand, px1, py1,

parcolor: string): string;

var x1,y1,command:integer;

begin

try

x1:=Integer.Parse(px1);

y1:=Integer.Parse(py1);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+x1.ToString+' '+y1.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Координаты линии неверны!!!');

Result:='6 0 0 '+parcolor;

end;

end;

end;

function TForm1.DrawTextEncode(const sendcommand, tx1, ty1, tx2, ty2, text,

parcolor: string): string;

var x1,y1,x2,y2,command:integer;

begin

try

x1:=Integer.Parse(tx1);

y1:=Integer.Parse(ty1);

x2:=Integer.Parse(tx2);

y2:=Integer.Parse(ty2);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+x1.ToString+' '+y1.ToString+' '+x2.ToString+' '

+y2.ToString+' '+text+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Координаты линии неверны!!!');

Result:='2 0 0 0 0 '+text+' '+parcolor;

end;

end;

end;

function TForm1.FillRoundedRectangleEncode(const sendcommand: string; px1, py1,

px2, py2, radius, parcolor: string): string;

var x1,y1,x2,y2,rad,command,color:integer;

begin

try

x1:=Integer.Parse(px1);

y1:=Integer.Parse(py1);

x2:=Integer.Parse(px2);

y2:=Integer.Parse(py2);

rad:=Integer.Parse(radius);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+x1.ToString+' '+y1.ToString+' '+

x2.ToString+' '+y2.ToString+' '+rad.ToString+' '+parcolor;

except on EConvertError do

begin

ShowMessage('Ошибка!!!');

Result:='5 0 0 0 0 0 0';

end;

end;

end;

procedure TForm1.FormCreate(Sender: TObject);

begin

IdUDPServer1.Active:=True;

end;

function TForm1.GetHeightEncode(const sendcommand: string): string;

var command:integer;

begin

try

Result:=command.ToString;

except on EConvertError do

begin

ShowMessage('Ошибка!!!');

Result:='10 0';

end;

end;

end;

function TForm1.GetWidthEncode(const sendcommand: string): string;

var command:integer;

begin

try

Result:=command.ToString;

except on EConvertError do

begin

ShowMessage('Ошибка!!!');

Result:='9 0';

end;

end;

end;

procedure TForm1.IdUDPServer1UDPRead(AThread: TIdUDPListenerThread;

const AData: TIdBytes; ABinding: TIdSocketHandle);

var i:integer; s:string; spl:TArray<string>;

begin

s:='';

try

i:=0;

while(AData[i]<>0) do

begin

s:=s+Chr(AData[i]);

i:=i+1;

end;

finally

Memo1.Lines.Clear;

Memo1.Lines.Add(s);

end;

end;

function TForm1.SetOrientationEncode(const sendcommand, deg: string): string;

var command,degrees:integer;

begin

try

degrees:=Integer.Parse(deg);

command:=Integer.Parse(sendcommand);

Result:=command.ToString+' '+degrees.ToString;

except on EConvertError do

begin

ShowMessage('Ошибка!!!');

Result:='8 0';

end;

end;

end;

end.

**Лістинг програми(Server):**

unit Main;

interface

uses

System.SysUtils, System.Types, System.UITypes, System.Classes, System.Variants,

FMX.Types, FMX.Controls, FMX.Forms, FMX.Graphics, FMX.Dialogs,

FMX.Controls.Presentation, FMX.StdCtrls, IdBaseComponent, IdComponent,

IdUDPBase, IdUDPServer, IdGlobal, IdSocketHandle, FMX.Memo.Types,

FMX.ScrollBox, FMX.Memo, System.DateUtils, FMX.Objects, MyCommands, System.Generics.Collections,

IdUDPClient, FMX.Edit;

const symbols: array [1..8] of string = (

'A', 'B', 'C', 'D', 'E', 'F', 'G', 'H'

);

// Запись для приема данных от клиента

type TPacket = packed record

msLen:Byte;

colorarray:array [1..40,1..40] of cardinal;

w:integer;

h:integer;

msg:string[255];

end;

// Параметры картинки

type TPicData = class

pic:TBitmap;

x:Double;

y:Double;

constructor Create(var x,y:Double;var pic:TBitmap); overload;

end;

// Параметры надписи

type TTextData = class

text:string;

x1:Double;

y1:Double;

x2:Double;

y2:Double;

color:string;

constructor Create(var text:string; var x1,y1,x2,y2:Double; color:string); overload;

end;

type TEllipseData = class

x1:Double;

y1:Double;

x2:Double;

y2:Double;

color:string;

constructor Create(var x1,y1,x2,y2:Double; color:string); overload;

end;

type TPixelData = class

x1:Double;

y1:Double;

color:string;

constructor Create(var x1,y1:Double; color:string); overload;

end;

type TSymbolData = class

x:Double;

y:Double;

color:string;

symbpos:integer;

constructor Create(var x, y : Double; color : string; symbpos : integer); overload;

end;

type TFillRoundedRectangleData = class

x1:Integer;

y1:Integer;

x2:Integer;

y2:Integer;

radius:Integer;

color:string;

constructor Create(var x1,y1,x2,y2,radius:Integer;color:string); overload;

end;

// Параметры линии

type TLineData = class

p1:TPointF;

p2:TPointF;

color:string;

constructor Create(var p1,p2:TPointF; color:string); overload;

end;

// Перечисление для типов команд

type TCommand=(DRAW\_LINE, DRAW\_ELLIPSE, DRAW\_TEXT, CLEAR, DRAW\_IMAGE, FILL\_ROUNDED\_RECTANGLE, DRAW\_PIXEL, DRAW\_SYMBOL, SET\_ORIENTATION, GET\_WIDTH, GET\_HEIGHT);

type

TForm1 = class(TForm)

IdUDPServer1: TIdUDPServer;

ToolBar1: TToolBar;

Label2: TLabel;

PaintBox1: TPaintBox;

IdUDPClient1: TIdUDPClient;

Edit1: TEdit;

procedure FormCreate(Sender: TObject);

procedure IdUDPServer1UDPRead(AThread: TIdUDPListenerThread;

const AData: TIdBytes; ABinding: TIdSocketHandle);

procedure PaintBox1Paint(Sender: TObject; Canvas: TCanvas);

private

{ Private declarations }

bmp:TBitmap;

packet:TPacket;

command:TCommand;

drawcommand:integer;

piclist:TList<TPicData>;

textlist:TList<TTextData>;

linelist:TList<TLineData>;

ellipselist:TList<TEllipseData>;

fillroundedrectanglelist:TList<TFillRoundedRectangleData>;

pixellist:TList<TPixelData>;

symbollist:TList<TSymbolData>;

public

{ Public declarations }

end;

var

Form1: TForm1;

implementation

{$R \*.fmx}

procedure TForm1.FormCreate(Sender: TObject);

begin

IdUDPServer1.Active:=true;

TMyCommands.linepath:=TPathData.Create;

TMyCommands.ellipsepath:=TPathData.Create;

TMyCommands.clearcolor:='000000';

piclist:=TList<TPicData>.Create;

textlist:=TList<TTextData>.Create;

linelist:=TList<TLineData>.Create;

ellipselist:=TList<TEllipseData>.Create;

fillroundedrectanglelist:=TList<TFillRoundedRectangleData>.Create;

pixellist:=TList<TPixelData>.Create;

symbollist:=TList<TSymbolData>.Create;

end;

procedure TForm1.IdUDPServer1UDPRead(AThread: TIdUDPListenerThread;

const AData: TIdBytes; ABinding: TIdSocketHandle);

var s:string; i:integer; spl:TArray<string>; iw,jw:integer;

b1:TBitmapData; picdata:TPicData; textdata:TTextData;

linedata:TLineData; ellipsedata:TEllipseData;

fillroundedrectangledata:TFillRoundedRectangleData;

pixeldata:TPixelData; px,py:Double; mysymboldata:TSymbolData;

symbolpos:integer; symbolx,symboly:Double; symbolcolor:string;

begin

Move(AData[0],packet,sizeof(packet));

s:=packet.msg;

spl:=s.Split([' ']);

// Парсим полученную команду от клиента

command:=TCommand(Integer.Parse(spl[0]));

case command of

TCommand.DRAW\_LINE:

begin

drawcommand:=Integer.Parse(spl[0]);

TMyCommands.PrepareLine(spl[1],spl[2],spl[3],spl[4],spl[5]);

linedata:=TLineData.Create(TMyCommands.p1,TMyCommands.p2,TMyCommands.linecolor);

linelist.Add(linedata);

PaintBox1.Repaint;

end;

TCommand.DRAW\_ELLIPSE:

begin

drawcommand:=Integer.Parse(spl[0]);

TMyCommands.PrepareEllipse(spl[1],spl[2],spl[3],spl[4],spl[5]);

ellipsedata:=TEllipseData.Create(TMyCommands.x1\_ellipse,TMyCommands.y1\_ellipse,

TMyCommands.x2\_ellipse,TMyCommands.y2\_ellipse,TMyCommands.ellipsecolor);

ellipselist.Add(ellipsedata);

PaintBox1.Repaint;

end;

TCommand.DRAW\_TEXT:

begin

drawcommand:=Integer.Parse(spl[0]);

TMyCommands.PrepareText(spl[1],spl[2],spl[3],spl[4],spl[5],spl[6]);

textdata:=TTextData.Create(TMyCommands.textout,TMyCommands.x1\_text,TMyCommands.y1\_text,

TMyCommands.x2\_text,TMyCommands.y2\_text,TMyCommands.textcolor);

textlist.Add(textdata);

PaintBox1.Repaint;

end;

TCommand.CLEAR:

begin

drawcommand:=Integer.Parse(spl[0]);

TMyCommands.PrepareClear(spl[1]);

piclist.Clear;

textlist.Clear;

linelist.Clear;

pixellist.Clear;

symbollist.Clear;

ellipselist.Clear;

fillroundedrectanglelist.Clear;

Form1.Fill.Color:=StrToInt('$ff'+TMyCommands.clearcolor);

PaintBox1.Repaint;

end;

TCommand.DRAW\_IMAGE:

begin

drawcommand:=Integer.Parse(spl[0]);

TMyCommands.PrepareDrawImage(spl[1],spl[2]);

bmp:=TBitmap.Create();

bmp.SetSize(packet.w,packet.h);

bmp.Map(TMapAccess.Write,b1);

for iw:=1 to Round(bmp.Width) do

for jw:=1 to Round(bmp.Height) do

begin

b1.SetPixel(iw,jw,packet.colorarray[iw,jw]);

end;

bmp.Unmap(b1);

picdata:=TPicData.Create(TMyCommands.ximage,TMyCommands.yimage,bmp);

piclist.Add(picdata);

PaintBox1.Repaint;

end;

TCommand.FILL\_ROUNDED\_RECTANGLE:

begin

TMyCommands.PrepareFillRoundedRectangle(spl[1],spl[2],spl[3],spl[4],spl[5],spl[6]);

fillroundedrectangledata:=TFillRoundedRectangleData.Create(TMyCommands.x1,TMyCommands.y1,

TMyCommands.x2,TMyCommands.y2,TMyCommands.radius,TMyCommands.fillroundedrectanglecolor);

fillroundedrectanglelist.Add(fillroundedrectangledata);

PaintBox1.Repaint;

end;

TCommand.DRAW\_PIXEL:

begin

TMyCommands.PreparePixel(spl[1],spl[2],spl[3]);

px:=TMyCommands.ppoint.X;

py:=TMyCommands.ppoint.Y;

pixeldata:=TPixelData.Create(px, py, TMyCommands.pixelcolor);

pixellist.Add(pixeldata);

PaintBox1.Repaint;

end;

TCommand.DRAW\_SYMBOL:

begin

TMyCommands.PrepareSymbol(spl[1],spl[2],spl[3],spl[4]);

for symbolpos:=1 to 8 do

begin

if TMyCommands.symbol=symbols[symbolpos] then

begin

symbolx:=TMyCommands.sx;

symboly:=TMyCommands.sy;

symbolcolor:=TMyCommands.symbolcolor;

mysymboldata:=TSymbolData.Create(symbolx, symboly, symbolcolor, (symbolpos-1));

symbollist.Add(mysymboldata);

end;

end;

PaintBox1.Repaint;

end;

TCommand.SET\_ORIENTATION:

begin

TMyCommands.PrepareOrientation(spl[1]);

PaintBox1.RotationAngle:=TMyCommands.degrees;

end;

TCommand.GET\_WIDTH:

begin

IdUDPClient1.Active:=true;

IdUDPClient1.Port:=5001;

IdUDPClient1.Host:=Edit1.Text;

IdUDPClient1.Connect;

if IdUDPClient1.Connected then

begin

IdUDPClient1.Send('Canvas width: '+PaintBox1.Width.ToString);

end;

IdUDPClient1.Active:=false;

end;

TCommand.GET\_HEIGHT:

begin

IdUDPClient1.Active:=true;

IdUDPClient1.Port:=5001;

IdUDPClient1.Host:=Edit1.Text;

IdUDPClient1.Connect;

if IdUDPClient1.Connected then

begin

IdUDPClient1.Send('Canvas height: '+PaintBox1.Height.ToString);

end;

IdUDPClient1.Active:=false;

end;

end;

end;

procedure TForm1.PaintBox1Paint(Sender: TObject; Canvas: TCanvas);

var i:integer; p:TPicData; t:TTextData; l:TLineData; e:TEllipseData;

frr:TFillRoundedRectangleData; pixel:TPixelData; a:TSymbolData;

begin

PaintBox1.Canvas.BeginScene();

for l in linelist do

TMyCommands.DrawMyLine(l.p1,l.p2,Canvas,StrToInt('$ff'+l.color));

for e in ellipselist do

TMyCommands.DrawMyEllipse(e.x1,e.y1,e.x2,e.y2,Canvas,StrToInt('$ff'+e.color));

for t in textlist do

TMyCommands.DrawMyText(t.x1,t.y1,t.x2,t.y2,

t.text, 30, Canvas, StrToInt('$ff'+t.color));

for p in piclist do

TMyCommands.DrawImage(p.x,p.y,p.pic,Canvas);

for frr in fillroundedrectanglelist do

TMyCommands.FillRoundedRectangle(frr.x1,frr.y1,frr.x2,frr.y2,frr.radius,

Canvas,StrToInt('$ff'+frr.color));

for pixel in pixellist do

begin

TMyCommands.DrawMyPixel(TPointF.Create(pixel.x1,pixel.y1),

Canvas,StrToInt('$ff'+pixel.color));

end;

for a in symbollist do

begin

TMyCommands.DrawSymbol(a.symbpos,TPointF.Create(a.x,a.y),Canvas,StrToInt('$ff'+a.color));

end;

PaintBox1.Canvas.EndScene;

end;

{ TPicData }

constructor TPicData.Create(var x, y: Double; var pic: TBitmap);

begin

Self.x:=x;

Self.y:=y;

Self.pic:=pic;

end;

{ TTextData }

constructor TTextData.Create(var text:string; var x1,y1,x2,y2:Double; color:string);

begin

Self.text:=text;

Self.x1:=x1;

Self.y1:=y1;

Self.x2:=x2;

Self.y2:=y2;

Self.color:=color;

end;

{ TLineData }

constructor TLineData.Create(var p1,p2:TPointF; color:string);

begin

Self.p1:=p1;

Self.p2:=p2;

Self.color:=color;

end;

{ TEllipseData }

constructor TEllipseData.Create(var x1, y1, x2, y2: Double; color: string);

begin

Self.x1:=x1;

Self.y1:=y1;

Self.x2:=x2;

Self.y2:=y2;

Self.color:=color;

end;

{ TFillRoundedRectangleData }

constructor TFillRoundedRectangleData.Create(var x1, y1, x2, y2,

radius: Integer; color: string);

begin

Self.x1:=x1;

Self.y1:=y1;

Self.x2:=x2;

Self.y2:=y2;

Self.radius:=radius;

Self.color:=color;

end;

{ TPixelData }

constructor TPixelData.Create(var x1, y1: Double; color: string);

begin

Self.x1:=x1;

Self.y1:=y1;

Self.color:=color;

end;

{ TAData }

constructor TSymbolData.Create(var x, y: Double; color: string; symbpos : integer);

begin

Self.symbpos:=symbpos;

Self.x:=x;

Self.y:=y;

Self.color:=color;

end;

end.

unit MyCommands;

interface

uses

System.SysUtils, System.Types, System.UITypes, System.Classes, System.Variants,

FMX.Types, FMX.Controls, FMX.Forms, FMX.Graphics, FMX.Dialogs,

FMX.Controls.Presentation, FMX.StdCtrls, IdBaseComponent, IdComponent,

IdUDPBase, IdUDPServer, IdGlobal, IdSocketHandle, FMX.Memo.Types,

FMX.ScrollBox, FMX.Memo, System.DateUtils, FMX.Objects, System.Generics.Collections;

type

TMyCommands=class

public

class var linepath:TPathData;

class var ellipsepath:TPathData;

class var p1:TPointF;

class var p2:TPointF;

class var sx:Double;

class var sy:Double;

class var degrees:integer;

class var symbol:string;

class var ppoint:TPointF;

class var linecolor:string;

class var ellipsecolor:string;

class var textcolor:string;

class var symbolcolor:string;

class var pixelcolor:string;

class var fillroundedrectanglecolor:string;

class var clearcolor:string;

class var ximage,yimage:Double;

class var x1\_text,y1\_text,x2\_text,y2\_text:Double;

class var x1,y1,x2,y2,radius:Integer;

class var x1\_ellipse,y1\_ellipse,x2\_ellipse,y2\_ellipse:Double;

class var textout:string;

class procedure DrawImage(const x, y: double; const bmp: TBitmap; const Canvas:TCanvas);

class procedure DrawMyLine(const p1,p2:TPointF;const Canvas:TCanvas; const color:Cardinal);

class procedure DrawMyPixel(const ppoint:TPointF; const Canvas:TCanvas; const color:Cardinal);

class procedure DrawSymbol(const mysymbol:integer; ppoint:TPointF; const Canvas:TCanvas; const color:Cardinal);

class procedure DrawMyEllipse(const x1\_ellipse,y1\_ellipse,x2\_ellipse,y2\_ellipse:Double; const Canvas:TCanvas; const color:Cardinal);

class procedure FillRoundedRectangle(const x1,y1,x2,y2,radius:Integer; const Canvas:TCanvas; const color:Cardinal);

class procedure DrawMyText(const x1\_text,y1\_text,x2\_text,y2\_text:Double; const textout:string; const fontsize:integer; const Canvas:TCanvas; const color:Cardinal);

class procedure ClearCanvas(const Form:TForm; const Canvas:TCanvas; const color:Cardinal);

class function PreparePixel(const x1,y1,parcolor:string):integer;

class function PrepareLine(const parx1,pary1,parx2,pary2,parcolor:string):integer;

class function PrepareEllipse(const elx1,ely1,elx2,ely2,parcolor:string):integer;

class function PrepareText(const tx1,ty1,tx2,ty2,text,parcolor:string):integer;

class function PrepareSymbol(const symbol, sx, sy,parcolor:string):integer;

class function PrepareFillRoundedRectangle(const x1,y1,x2,y2,rad,parcolor:string):integer;

class function PrepareClear(parcolor:string):integer;

class function PrepareDrawImage(x,y:string):integer;

class function PrepareOrientation(deg:string):integer;

end;

implementation

{ TMyCommands }

class procedure TMyCommands.ClearCanvas(const Form:TForm; const Canvas:TCanvas; const color: Cardinal);

begin

Canvas.Clear(color);

Form.Fill.Color:=color;

end;

class procedure TMyCommands.DrawSymbol(const mysymbol:integer; ppoint: TPointF; const Canvas: TCanvas;

const color: Cardinal);

var p1,p2:TPointF; xcenter,ycenter:Double;

begin

Canvas.Stroke.Color:=color;

Canvas.Stroke.Thickness:=2;

case mysymbol of

0: // А

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter+10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

end;

1: // В

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter+10,ycenter-10);

p2:=TPointF.Create(xcenter-10,ycenter-20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter-10);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter+10);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter+20);

p2:=TPointF.Create(xcenter+10,ycenter+10);

Canvas.DrawLine(p1,p2,1.0);

end;

2: // С

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter-20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

end;

3: // D

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter+20);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

end;

4: //E

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter-20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter+20);

p2:=TPointF.Create(xcenter+10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

end;

5: //F

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter-20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

end;

6: //G

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter-20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter+20);

p2:=TPointF.Create(xcenter+10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter+10,ycenter+20);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

end;

7: //H

begin

xcenter:=ppoint.X;

ycenter:=ppoint.Y;

p1:=TPointF.Create(xcenter-10,ycenter-20);

p2:=TPointF.Create(xcenter-10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter+10,ycenter-20);

p2:=TPointF.Create(xcenter+10,ycenter+20);

Canvas.DrawLine(p1,p2,1.0);

p1:=TPointF.Create(xcenter-10,ycenter);

p2:=TPointF.Create(xcenter+10,ycenter);

Canvas.DrawLine(p1,p2,1.0);

end;

end;

end;

class procedure TMyCommands.DrawImage(const x, y: double; const bmp: TBitmap; const Canvas:TCanvas);

begin

Canvas.DrawBitmap(bmp, TRectF.Create(0, 0, bmp.Width, bmp.Height),

TRectF.Create(0 + x, 0 + y, bmp.Width + x, bmp.Height + y), 1.0, true);

end;

class procedure TMyCommands.DrawMyEllipse(const x1\_ellipse, y1\_ellipse,

x2\_ellipse, y2\_ellipse: Double; const Canvas: TCanvas; const color: Cardinal);

var rect:TRectF;

begin

rect:=TRectF.Create(x1\_ellipse,y1\_ellipse,x2\_ellipse,y2\_ellipse);

Canvas.Stroke.Color:=color;

Canvas.Stroke.Thickness:=3;

Canvas.Stroke.Dash:=TStrokeDash.Solid;

Canvas.DrawEllipse(rect,1.0);

end;

class procedure TMyCommands.DrawMyLine(const p1, p2: TPointF;

const Canvas: TCanvas; const color: Cardinal);

begin

Canvas.Stroke.Color:=color;

Canvas.Stroke.Thickness:=5;

Canvas.Stroke.Dash:=TStrokeDash.Solid;

Canvas.DrawLine(p1,p2,1.0);

end;

class procedure TMyCommands.DrawMyPixel(const ppoint: TPointF;

const Canvas: TCanvas; const color: Cardinal);

var PixelRegion: TRectF; PixelPos: TPointF;

begin

Canvas.Stroke.Color:=color;

Canvas.Stroke.Thickness:=1;

PixelPos := Canvas.AlignToPixel(ppoint);

PixelRegion := TRectF.Create(PixelPos, 1, 1);

Canvas.DrawRect(PixelRegion, 0, 0, AllCorners, 1);

end;

class procedure TMyCommands.DrawMyText(const x1\_text, y1\_text, x2\_text,

y2\_text: Double; const textout: string; const fontsize: integer;

const Canvas: TCanvas; const color: Cardinal);

begin

Canvas.Font.Size:=fontsize;

Canvas.Font.Style:=[TFontStyle.fsBold];

Canvas.Fill.Color:=color;

Canvas.FillText(TRectF.Create(x1\_text,y1\_text,x2\_text,y2\_text),textout,true,1.0,[],TTextAlign.Leading,TTextAlign.Leading);

end;

class procedure TMyCommands.FillRoundedRectangle(const x1,y1,x2,y2,

radius: Integer; const Canvas: TCanvas; const color: Cardinal);

begin

Canvas.Fill.Color:=color;

Canvas.FillRect(TRectF.Create(x1,y1,x2,y2),radius,radius,[TCorner.TopRight,TCorner.BottomRight,TCorner.TopLeft,TCorner.BottomLeft],1);

end;

class function TMyCommands.PrepareSymbol(const symbol, sx, sy, parcolor: string): integer;

begin

try

Self.sx:=Double.Parse(sx);

Self.sy:=Double.Parse(sy);

symbolcolor:=parcolor;

Self.symbol:=symbol;

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareClear(parcolor: string): integer;

begin

try

clearcolor:=parcolor;

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareDrawImage(x,y:string): integer;

begin

try

ximage:=Double.Parse(x);

yimage:=Double.Parse(y);

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareEllipse(const elx1, ely1, elx2, ely2,

parcolor: string): integer;

begin

try

x1\_ellipse:=Double.Parse(elx1);

y1\_ellipse:=Double.Parse(ely1);

x2\_ellipse:=Double.Parse(elx2);

y2\_ellipse:=Double.Parse(ely2);

ellipsecolor:=parcolor;

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareFillRoundedRectangle(const x1, y1, x2, y2,

rad, parcolor: string): integer;

begin

try

Self.x1:=Integer.Parse(x1);

Self.y1:=Integer.Parse(y1);

Self.x2:=Integer.Parse(x2);

Self.y2:=Integer.Parse(y2);

fillroundedrectanglecolor:=parcolor;

radius:=Integer.Parse(rad);

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareLine(const parx1, pary1, parx2,

pary2, parcolor : string): integer;

begin

try

p1.X:=Double.Parse(parx1);

p1.Y:=Double.Parse(pary1);

p2.X:=Double.Parse(parx2);

p2.Y:=Double.Parse(pary2);

linecolor:=parcolor;

Result:=1;

except on EConvertError do

begin

ShowMessage('Неверно введены координаты линии!!!');

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareOrientation(deg: string): integer;

begin

try

Self.degrees:=Integer.Parse(deg);

Result:=1;

except on EConvertError do

begin

ShowMessage('Неверный угол!!!');

Result:=0;

end;

end;

end;

class function TMyCommands.PreparePixel(const x1, y1,

parcolor: string): integer;

begin

try

ppoint.X:=Double.Parse(x1);

ppoint.Y:=Double.Parse(y1);

pixelcolor:=parcolor;

Result:=1;

except on EConvertError do

begin

ShowMessage('Неверно введены координаты пиксела!!!');

Result:=0;

end;

end;

end;

class function TMyCommands.PrepareText(const tx1, ty1, tx2, ty2, text,

parcolor: string): integer;

begin

try

x1\_text:=Double.Parse(tx1);

y1\_text:=Double.Parse(ty1);

x2\_text:=Double.Parse(tx2);

y2\_text:=Double.Parse(ty2);

textcolor:=parcolor;

textout:=text;

Result:=1;

except on EConvertError do

begin

Result:=0;

end;

end;

end;

end.

**Результат роботи:**

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**Висновок:** удосконалив програми емулятора дисплейного модуля і клієнта.